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Abstract 
Scratch programming was designed with the aim of helping students to develop their 
logical thinking skills as well as enhancing their problem-solving capabilities, without 
having the technical distractions associated with more advanced programming 
languages such as Java. This study,  guided by the technology acceptance model (TAM), 
focused on exploring the associations between perceived usefulness, perceived ease of 
use, attitude towards use, and behavioural intention to use the Scratch programming 
language, with the aim of identifying how Scratch programming was perceived by a 
group of South African students in Grades 10 and 11 at two high schools. Results 
indicated, among other things, that Grade 10 students perceived Scratch to be easy 
to use and useful, and Grade 11 students found it to be easy to use but useful only in 
learning introductory programming concepts. These and other findings suggest that 
while Scratch helps students understand logic and problem-solving, it does not assist 
sufficiently in preparing them for using a higher-level programming language such 
as Java. The article concludes with recommendations for South African education 
policymakers, including proposals that a bridging programming language be 
introduced between Scratch and Java,  and that Scratch be introduced much earlier 
than in Grade 10.
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1. Introduction 
Computer programming is recognised as a vital competence for establishing problem-
solving abilities as well as logical and analytical reasoning. Its integration throughout 
various educational levels is regarded as valuable, with many studies carried out 
to further explore this phenomenon (see, for example, Annamalai & Salam, 2017; 
Fessakis, Gouli, & Mavroudi, 2013; Isa & Derus, 2017; Meyerovich & Rabkin, 2013; 
Ozmen & Alten, 2014; Tom, 2015). 

Studies within the field of computer science have revealed a lack of problem-solving 
and computational skills among students in introductory programming courses, 
despite programming becoming so important in the 21st century (Papadopoulos & 
Tegos, 2012; Tan, Ting & Ling, 2009; Robins, Rountree & Rountree, 2003). 
 
The Scratch programming language was designed and developed at the Massachusetts 
Institute of Technology (MIT) Media Lab with the intention of simplifying 
the process of developing and programming animations, interactive stories, and 
games. Lamb and Johnson (2011) state that, with respect to computer software, 
the term "scratching" refers to reusable code segments that can be instrumentally 
and functionally adapted to new scenarios and used for other purposes. The word 
"scratch" is said to be derived from the turntablism method of scratching, with the 
Scratch programming platform associating the technique of  mixing sounds to the 
mixing of software projects. Through Scratch programming, users can upload web-
based or downloaded software projects to the website for sharing purposes. Credit is 
awarded to the participants who develop the initial programs.  

Scratch is primarily focused on children and teenagers, with the intention of 
conveying computational thinking using a simple but cogent building-block approach 
in the software development process, focused less on programming detail than on 
emphasising the problem-solving aspects (Maloney, Resnick, Rusk, Silverman, 
& Eastmond, 2010). Scratch offers young individuals the freedom to “imagine, 
program and share” (Housand & Housand, 2011, p. 22). Scratch does not require 
any programming knowledge, and has an intuitive interface, noted as a necessity for 
its young audience. With Scratch, users are able to build scripts by selecting blocks of 
code that govern motion, color and sensors.  These scripts define specific operations 
with respect to the program’s objects. The building blocks of Scratch programming 
make it easy for users to piece together the necessary programming elements without 
programming knowledge (Watters, 2011). 

Since the release of Scratch in 2007, more than 850,000 users have joined the Scratch 
website and have shared almost two million projects, many of which are animations 
or games. The ability for users to easily share information has become a fundamental 
feature of the Scratch platform. Uploaded projects are licensed under the Creative 
Commons Attribution Share Alike licence. This entails users freely downloading 
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graphics and source code from online projects and reusing components from them 
with minimal constraint (Watters, 2011). 

According to Meyerovich and Rabkin (2013), programming languages such as Java, 
C and C# are widely popular. Understanding the factors of a successfully adopted 
language can help inform efforts by advocates and language designers to influence 
the languages’ comprehensive function and design. Educators often encounter 
problems with the teaching processes associated with programming logic and skills, 
which  calls into question teaching methodologies. Studies have shown that many 
students lack problem-solving and computational thinking abilities (Papadopoulos 
& Tegos, 2012) and these skills have been identified as important competencies in 
the 21st century (Marques & Marques, 2012).

Education authorities in South Africa want Grade 10 students to learn basic 
programming principles and constructs with a fun and easy-to-learn tool.  Therefore 
Scratch has been implemented in schools to introduce students to “important 
computational skills and concepts, algorithm development, problem solving and 
programming”  (Department of Basic Education, 2011, p. 12). Our study aimed 
to measure the acceptance of Scratch programming by Grade 10 and 11 students 
by analysing whether perceived usefulness, attitude to use and perceived ease of 
use influence students’ behavioural intention to use Scratch, which in turn can be 
expected to influence its acceptance. The framework for the study was grounded in 
the technology acceptance model (TAM). 

The research questions underpinning the study were: 
1) To what extent does perceived usefulness influence a student’s behavioural 

intention to use Scratch programming?
2) To what extent does perceived ease of use influence a student’s behavioural 

intention to use Scratch programming?
3) To what extend does the attitude towards using Scratch influence a student’s 

behavioural intention to use Scratch?
4) Are there differences in perceptions between Grade 10 and Grade 11 

students in respect of perceived usefulness, perceived ease of use, attitude 
towards using, and behavioural intention to use Scratch programming?

5) Does teaching Scratch in Grade 10 make it easier for learners in Grade 11 
to learn Java?

2. Literature review and theoretical framework
Problems with learning programming
Factors that have been found to affect teaching programming to young individuals 
include applying programming concepts to situations involving complex  problems, 
syntax complexity, and associating programming with tasks unrelated to the interests 
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or thought processes of young individuals (Maloney et al., 2010). Papadopoulos 
and Tegos (2012) similarly state that studies within the field of computer science 
have shown that students lack problem-solving as well as logical thinking abilities. 
Robins et al. (2003) identify the most crucial shortcomings with students learning 
programming as being associated with problem-solving activities, developing and 
designing solutions, and expressing the designed solutions as programs.

Many programming languages are difficult to comprehend to the untrained eye, due to 
a mixture of English and unfathomable programming language syntax.  Programming 
syntax is the set of rules and symbols of a programming language,  which enable a 
programmer to create correctly-structured programs. The sheer magnitude of syntax 
and keywords in a basic Java program would defy explanation on the first day of an 
introductory programming class. Although the “mastery of precision” can be seen 
as fundamental when learning programming (Malan & Leitner, 2007), in the early 
stages of an introductory course it can often be found that semicolons, parentheses 
and other syntactical elements delay and discourage students from understanding 
significant programmatic constructs such as variables, conditionals, loops or even the 
logic itself (Malan & Leitner, 2007). Many programming languages, Java included, 
compel students to grasp the programmatic overheads before actually programming. 

Several studies have found that students encounter difficulties with the initial steps 
of programming. A study by McCracken et al. (2001) found that students in their 
first one or two courses in computer science experienced difficulties with the reading, 
writing and designing of code. Tan et al. (2009) conducted a survey to determine 
the possible factors that lead to problems with learning programming. Taking into 
consideration students’ computing experience and background, Tan et al. (2009) 
concluded that the majority of students encountered problems with memory-related 
concepts such as the storage and manipulation of variables in the computer’s main 
memory. This finding concurs with that of Milne and Rowe (2002), who found that 
many students were incapable of developing a simple “mental model of memory 
movement” during the execution of the program. Beginner programmers lack clear 
mental models and fail to apply the relevant knowledge. They focus more on little 
problems rather than on the planning and testing of code (Milner & Rowe, 2002). 

According to Rudder, Bernard and Mohammed (2007), an effective method for 
students to learn programming is to translate real-world problems into code, and 
solve them accordingly. However students have found this method to be difficult, 
since daily real-world situations are in a single context while the task of learning 
programming is considered a multilayered skill.  Multilayered skills are abstract since 
programming languages are designed for the unfamiliar realm of computers rather 
than the natural world experienced by people when growing up (Moser, 1997). 
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Ozmen and Alten (2014), and  Bosse and Gerosa  (2017), indicate that many 
problems with students learning computer programming stem from the complexity 
of programmatic constructs such as programming syntax, variables, functions, and 
loops. Complexities such as these may be seen as a barrier for students to learn 
programming and may even hinder their motivation to learn. 

Effectiveness of using programming and visual tools
Due to the rapid growth of digital technology “individuals are required to use a 
growing variety of technical, cognitive, and sociological skills in order to perform tasks 
and solve problems in digital environments” (Eshet-Alkalai, 2004, p. 93). To assist in 
the attaining of these skills, teaching students to program has been introduced into 
primary and secondary education curriculums. 

Pendergast (2006) states that the significance of a well-constructed introduction 
to programming course cannot be over-emphasised, as it was observed  that 
many students found difficulties with understanding the programming process as 
well as familiarising themselves with the various programming constructs. Visual 
programming tools like Alice, a programming language developed by Carnegie 
Mellon University, and Scratch, are favoured with younger introductory students 
(Lye, & Koh, 2014). Alice, which was developed before Scratch, is used to teach 
students general programming concepts as well as object-oriented programming 
(OOP) concepts. Much effort has gone into the development of visual programming 
tools for young individuals (Meerbaum-Salant, Armoni, & Ben-Ari, 2013), with 
these tools being used by young children and as a preliminary learning tool for 
secondary schools and universities. Visual programming tools such as these create 
a non-threatening, fun environment for students to develop software, in a way that 
aims to reduce the anxiety and fear often associated with learning programming 
(Meerbaum-Salant et al., 2013). It is believed that through these environments, 
students will be more open to continuing their study of programming.

A study by Boyle, Bradley, Chalk, Jones and Pickard (2003) focused specifically on 
a “visual approach”, making use of graphical shapes to teach abstract programming 
concepts which were available to students in a virtual learning environment (VLE). 
Boyle et al. (2003) implemented this approach with an introduction to programming 
course, and found a 12% to 23% increase in the pass rate over the previous year's 
students who did not have a VLE- and a graphics-based approach. The results of a 
questionnaire handed to students during mid-semester showed that 95% of students 
judged the graphics-based approach to learning programming to be “good” or “very 
good” (Boyle et al., 2003). 

Prior to the development of Scratch, there were many other programming 
environments, such as Alice, Logo and Karel, all attempting to make learning 
programming simpler for the beginner programmer.  Alice, Karel and Scratch are 
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all visual programming environments.  If Alice, Logo and Karel have one weakness, 
it is their steeper learning curve than that of Scratch (Malan & Leitner, 2007). 
Programming tools such as Logo have been viewed as an opportunity for students 
to expand their intellectual capabilities to take on challenging problems (Papert, 
1980). However, it has been noted that programming languages such as Logo have 
not flourished as expected (Mannila, Peltomaki, & Salakoski, 2006). According to 
Lee (2011), many of the difficulties encountered by students when using Logo can 
be attributed to the limitations of the programming tool. One particular example 
stems from syntactic constraints. In Logo, every line of code must comply with the 
syntactic constraints (the programming language rules) before the program can be 
tested. A fragile environment such as this could see students paying more attention 
to the syntax of the program, while less emphasis is placed on the semantic meaning.  
Lee (2011) found that

One of the reasons for the low adoption of computer programming in 
K–12 education is the time it takes for (especially young) students to learn 
computer programming using a textbased programming language, which 
requires an understanding of computer programming language syntaxes 
and constructs and strong keyboarding skills. (Lee, 2011, p. 27)

Alice is a free interactive 3D-programming tool to help students gain exposure to 
OOP concepts (Ebrahimi, Geranzeli, & Shokouhi, 2013). With Alice, students are 
able to learn fundamental programming concepts in the form of creating video games 
or animations in a visual programming environment, unlike Logo and Karel where 
the environment in text-based, thereby creating a steeper learning curve.  

In recent years, Scratch and Alice have both been used at university level in 
introductory computer science courses. Lewis (2010) found that new languages like 
Scratch are often developed and modeled from existing languages, to provide new 
functionality while offering claimed pedagogical advantages. Scratch reduces the 
syntax complexity of Alice, which has class-based OOP and emphasises Java or Java-
related concepts (Maloney et al., 2010). Lewis (2010) conducted a study which built 
upon existing research, aimed at testing the pedagogical claims of new programming 
environments. The study assessed Scratch’s pedagogical value in contrast with Logo. 
Lewis (2010) hypothesised that students who learnt programming using Scratch, as 
opposed to using Logo, would be more confident about their skills as programmers, 
would be more capable of tracing the flow of control of conditions and loops, and 
would report that learning programming concepts in general was easier. The study 
found that when interpreting loops, students learning through Scratch and Logo 
performed similarly, regardless of the fact that Logo was textual while Scratch 
was visual. The Logo environment was thus able to support the development of 
confidence in students when learning programming as well as spike their interest in 
the field. However, students using Scratch performed better than the Logo students 
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when interpreting conditionals, and Scratch made general programming concepts 
easier to interpret and learn. 

Parsons and Haden (2007) conducted a study to test whether students currently 
learning Java would find Alice useful for developing programming competencies 
with flow-of-control constructs. It was concluded that students struggled to make 
the connection between work in Alice and “real programming”.  In an attempt to 
reduce syntactic constraints, many visual programming languages, Alice included, 
may be perceived as too “simple” and not related to “real programming” (Lewis, 2010).

Scratch programming 
Maloney et al. (2010) define the Scratch programming language as a programming 
domain allowing individuals, predominantly between the ages of 9 and 17, to learn 
and understand fundamental programming concepts while also being able to develop 
purposefully meaningful projects like games or animations. Certain experts in the 
field are devoted to trying to find feasible and interesting ways of reviving the primary 
objective of making programming accessible and interesting to young individuals. 
It was on this basis that the Scratch programming platform was conceived and 
developed. 

Marques and Marques (2012) place emphasis on significant competencies such as 
problem-solving and critical thinking skills, which are essential for the 21st century. 
They further state that through the use of Scratch, users are able to positively develop 
these competencies. 

Kim, Choi, Han, and So (2011) designed a computer course for  student educators 
using Scratch, owing to the fact that  student educators encountered difficulties 
mastering programming language syntax. The course was developed with the 
intention of encouraging computational skills as well as promoting creative thinking.  
Kim et al. (2011) conclude that Scratch helped  student educators grasp fundamental 
programming concepts and focus implicitly on what they were able to do with 
Scratch. 

Theodorou and Kordaki (2010) used Scratch to design and develop a computer game 
with the goal of providing high school learners with a learning habitat to promote 
various programming concepts. It was concluded that Scratch was a very useful 
environment because the programming is “done by constructing blocks of simple 
commands and not by writing text commands” (Theodorou & Kordaki, 2010, p. 
13). Topalli and Cagiltay (2018) augmented their course curriculum by including 
game development projects using the Scratch environment.  The findings show that 
Scratch helped learners perform better in introductory programming courses. 
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The capabilities of  the Scratch learning environment are also emphasised by 
Lee (2011), who suggests that teachers can benefit from the Scratch platform by 
developing more entertaining and creative materials so that students can free their 
imaginations in a consequential manner. 

Lai and Yang (2011) conducted a study to assess the effect of visual programming, 
using Scratch, on students’ logical and problem-solving abilities. Lai and Yang 
(2011) posit that problem-solving abilities include “grasping the problem, analysing 
the problem, finding out solutions and writing program, verifying the solution by 
testing, and modifying the program according to the result of the test” (p. 6941). They 
sampled Grade 6 students who had taken a Scratch programming course, and noted 
a distinct improvement in the students' problem-solving abilities. Hence, it was 
concluded that visual programming could enhance problem-solving. Similar studies 
by Calao, Moreno-Leon, Correa and Robles (2015) and Calder (2010) also show 
that Scratch increases the logical thinking and problem-solving abilities of young 
students. Korkmaz (2016) found that an educational programme based on Scratch-
related game activities resulted in a significant positive contribution to the logical-
mathematical thinking skills of students, more so than educational programmes 
using Lego Mindstorms Ev3 design activities or traditional teaching activities.

A study by Wilson and Moffat (2010) assessed student use of Scratch programming 
in an Information Technology module for a period of eight weeks. This module 
was taken by primary school pupils between the ages of 8 and 9.  The researchers 
concentrated on two distinct aspects: whether various programming concepts were 
efficiently conveyed via Scratch programming (cognitive), and whether it was fun and 
easy to use (affective). The results showed a moderate increase in student performance 
and a more enjoyable experience for students, making learning to program a positive 
experience. The researchers concluded that, for an ideal educational system to 
implement successful teaching of programming and programming concepts, primary 
focus should be not only on a student’s cognitive dimension but just as importantly 
the student's emotional state.  Kalelioğlu and Gülbahar (2014) claim that Grade 5 
students in their study also found the Scratch platform easy to use. It was clear from 
the study that Scratch does undoubtedly excite. Studies by Permatasari, Yuana and 
Maryono (2018) and Sáez-López, Román-González and Vázquez-Cano (2016) also 
demonstrated that students found Scratch to be easy and fun, made them enthusiastic 
and motivated about learning programming, and even motivated them to continue 
studies in programming.

A similar study conducted by Baytak and Land (2011) explored the development 
process employed by Grade 5 students to design and build computer-based games 
using the Scratch programming language utilising a “learning by doing” approach. It 
was concluded that students were more likely to enhance their programming abilities 
and create computer games when the visual-programming software they employed 
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was suited for their level of experience. Iskrenovic-Momcilovic (2017) demonstrated 
that by not having syntax complexity, Scratch allowed beginner programmers to 
solve complex problems quickly. 

Scratch programming in the South African context
In 2011, the South African Department of Basic Education introduced its Curriculum 
and Assessment Policy Statement (CAPS). In terms of CAPS, educators were 
mandated to introduce Scratch to Grade 10 learners, as a gateway to learning other 
programming languages such as Java. There is still only limited research (Beyers and 
Van der Merwe, 2017; Van Zyl, Mentz & Havenga, 2016; Koorsse, Cilliers, Calitz, 
2015; Chetty & Barlow-Jones, 2012) on Scratch programming in the South African 
context and on South African students’ perceptions of Scratch and similar tools.

Scratch programming as a platform for introducing Java
According to Malan and Leitner (2007), Scratch can be seen as a viable gateway 
to programming languages such as Java or Python. Research by Malan and Leitner 
(2007) found that Scratch not only thrills and excites students in the early stages of 
programming but also exposes inexperienced students to fundamental programmatic 
concepts without the “distraction of syntax”. Basic fundamental programming 
concepts are sequence (doing things in the correct order to solve a problem), decisions 
(e.g., using “if ” conditions to execute instructions based on a true or false decision), 
and repetition (using loops for execution of instructions more than once). Malan and 
Leitner (2007) found that while Scratch does not support complex programming 
constructs such as methods, data types, and parameters, many of which could be 
considered crucial in an introductory course, its simplicity and power to allow 
inexperienced students to learn fundamentals programming concepts are what keep 
students engaged and excited. Students, justifying the time spent working on the 
program, stated that “Scratch is fun to use and really easy to learn, almost addictive 
in a way” (Malan & Leitner, 2007, p. 5).

However, in the same Malan and Leitner (2007) study, some students stated that they 
found Scratch negatively influenced their preparation to take on Java. One respondent 
stated that Scratch was easy and a lot of fun, but not good enough preparation for the 
jump to the  good preparation for Java. Another student comment was: 

I think Scratch didn’t really help me with Java. I had fun with Scratch 
and I see how it could serve as a didactic tool for some people but I would 
have preferred to jump straight into Java. The elements of programming 
that Scratch attempts to teach are not particularly difficult to understand 
and I feel may be ‘safely’ introduced using Java itself, I feel we could have 
progressed a lot more into Java had we jumped directly into it. (Malan & 
Leitner, 2007, p. 6)
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Theoretical framework
The technology acceptance model (TAM) (Davis, Bagozzi & Warshaw, 1989) 
has been employed, due to its predictive ability, in many studies involving learners 
(Ibrahim, Leng, Yusoff, Samy, Masrom & Rizman, 2017; Sánchez-Mena, Martí-
Parreño & Aldás-Manzano, 2017; Mugo, Njagi, Chemwei & Motanya, 2017; 
Olivier, 2016; Cakir & Solak, 2014). According to Davis et al. (1989), perceived 
usefulness (U) is a cognitive evaluation of whether the adoption of a new technology 
will impact an individual’s job performance. Perceived usefulness influences an 
individual’s attitude towards use (A) of new technologies, due to the fact that people 
tend to form favourable attitudes towards new technologies through the belief 
that the technologies will impact their job performance in a constructive manner. 
Perceived usefulness also directly affects the behavioural intention to use (BI) the 
system. This is based on the idea that, regardless of their personal feelings for the 
technology, individuals develop intentions to use a device with the belief that it will 
positively affect job performance, because people are inspired to obtain performance-
contingent rewards such as raises or promotions (Davis et al., 1989; Davis, 1989).

Perceived ease of use (E) is found to impact both attitude towards using and perceived 
usefulness. Self-efficacy of a user is likely to be impacted when a system is easier. An 
individual with high self-efficacy for a system has strong belief in their ability to use 
the system, resulting in a more enthusiastic attitude towards the system. Ease of use 
also directly affects an individual’s performance, since the new technology is likely to 
lead to completion of a task using less effort (Davis et al., 1989; Davis, 1989).

For our study, perceived usefulness was conceptualised as the extent to which a 
student believes that utilising the Scratch programming language would enhance 
their programming ability and overall performance in the course. We used perceived 
ease of use to refer to the degree to which an individual believes that utilising the 
Scratch programming platform will be free of cognitive effort. Viewed in terms of 
the TAM framework, the actual usage of Scratch may be determined by the user’s 
behavioural intention to use Scratch, which in turn is determined by the user’s overall 
attitude towards Scratch as well as her or his perception of usefulness and ease of use, 
i.e., according to Davis et al. (1989), perceived usefulness together with perceived 
ease of use have a significant influence on attitude, which in turn impacts behavioural 
intention to use. 
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Figure 1: TAM, as set out by Davis et al. (1989)

Source: Davis, Bagozzi, and Warshaw (1989, p. 985)

3. Methodology 
Research approach
The study used a mixed-method approach, encompassing both qualitative and 
quantitative data collection and analysis techniques. The mixed-method approach 
was useful because it allowed the open-ended questions (qualitative) to provide 
insight and understanding to the quantitative data collected. 

Quantitative research focuses on the numbers behind a survey and uses statistics 
to generalise findings. Quantitative data were used to analyse the associations 
between the four constructs of  TAM—i.e., perceived usefulness, perceived ease of 
use, attitude towards use, and behavioural intention to use—in order to address the 
research questions.  

Target population and sampling
The target population for this study was 70 Grade 10 and Grade 11 Information 
Technology students from two secondary schools in South Africa’s KwaZulu-Natal 
Province. The Grade 10 students were learning programming using Scratch, while 
the Grade 11 students had already made the transition from Scratch to Java.  Due to 
the small population size, all 70 students were targeted for this study.

The questionnaire
The questionnaire consisted of both open-ended and closed-ended questions. 
Closed-ended questions utilised a 5-point Likert scale to obtain an understanding 
about students’ opinions on the effectiveness of Scratch. The open-ended questions 
were used to get a better understanding of Grade 11 students’ perception of Scratch 
after programming in Java. 
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Data collection
After receiving ethical approval from the University of KwaZulu-Natal, the 
questionnaire, along with an accompanying letter of consent, was manually issued 
to respondents. Letters of consent were also issued to parents/guardians, due to the 
fact that all respondents were below the age of 18. Consent letters were signed by 
research participants and also by participants’ parents. Respondents were also made 
aware that the data received from them would be anonymous. 

Data analysis
To ensure reliability of data, Cronbach’s alpha was calculated among the Likert scale 
questions of the questionnaire. Cronbach’s alpha is a measure of internal consistency, 
used to determine how closely related a collection of values are as a group. A Spearman 
correlation coefficient was used to measure the strength and direction between the 
four constructs of the technology acceptance model. Spearman correlation was 
chosen since the quantitative data obtained were nominal (ranked on a Likert scale) 
and not normally distributed (Chok, 2010). Also, the Mann-Whitney test was used 
to determine if there were significant differences in perceptions between Grade 10 
and Grade 11 students.

4. Findings and discussion 
The quantitative data and qualitative data obtained from the questionnaire were 
analysed to identify and explore the relationships between four variables in respect of 
use of Scratch—perceived usefulness (U), perceived ease of use (E), attitude towards 
using (A), and behavioral intention to use (BI)—as specified by TAM. 

An initial target size of 70 was planned for the study. Ultimately 47 surveys were 
returned, and 45 could be analysed.  The 45 respondents consisted of 23 Grade 10 
students and 22 Grade 11 students, which amounted to 64% of the total population. 
(Two of the completed questionnaires were deemed unusable for the study as many 
questions were unanswered.) Descriptive statistical analysis and correlation analysis 
techniques were utilised to analyse percentages and frequencies of the Likert scale 
questions in the questionnaire. Reliability analysis was used to measure reliability of 
the data.

Reliability analysis 
As stated above, to test reliability of the data, Cronbach’s alpha was calculated among 
the Likert scale questions of the questionnaire. The questions were grouped into 
four constructs of TAM, namely U, E, A and BI. A reliability coefficient of 0.7 or 
higher is generally considered acceptable (Tavakol & Dennick, 2011). The results 
for all four groups of questions showed values greater than 0.7, indicating that with 
all four groups, the items within the group had acceptable levels of consistency. 
The 10 questions within the U factor obtained an alpha coefficient of 0.751. The 
five questions within the E factor obtained an alpha coefficient of 0.801. The four 
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questions within the A factor obtained an alpha coefficient of 0.864. The three 
questions within the BI factor obtained an alpha coefficient of 0.867. 

Descriptive statistical analysis

Perceived usefulness
Figures 2 and 3 illustrate the descriptive statistical findings for perceived usefulness 
of Scratch.

Figure 2: Perceived usefulness of Scratch among Grade 10 respondents
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As shown in Figure 2, the statement “Scratch is effective when learning OOP con-
cepts/methods” had a nearly equal percentage of negative and positive responses 
among the Grade 10 respondents. (OOP, alluded to earlier, is object-oriented pro-
gramming, in which objects have attributes that are assigned data and these attri-
butes can be manipulated.) For all the other factors, the majority of the Grade 10 
respondents agreed or strongly agreed. Of these statements, “Scratch improves effi-
ciency and productivity in programming” received agreement or strong agreement 
from 69% of the respondents, while the percentage of those who agreed or strongly 
agreed ranged from 82% to 91% for the remaining statements.

As shown in Figure 3, Grade 11 students perceived the usefulness of Scratch 
positively in terms of all statements except the statement “Scratch is effective when 
learning OOP concepts/methods.”  There was majority neutrality or disagreement 
in response to this statement among Grade 11 students (27% were neutral, 54% 
disagreed or strongly disagreed).  This was presumably due to Grade 11 students 
having being exposed to OOP concepts in the Java programming environment 
and therefore seeing the Scratch programming environment as inferior in terms of 
learning OOP.   

The  positive responses were sharply lower among Grade 11 students than 
among Grade 10 students for the following factors: “Scratch is useful in learning 
programming”, and “Scratch improves programming performance.”  Thus, it became 
apparent that after students had been exposed to the highly syntax-based environment 
of  Java, they tended to feel that Scratch was not useful in learning programming and 
or improving their programming performance. 

Both groups of students had similar percentages of positive responses for the factors 
“Scratch improves my logical and analytical thinking skills” and “Scratch improves my 
problem-solving abilities.” Thus, even after exposure to Java, the Grade 11 students 
still positively perceived Scratch’s ability to improve their logical/analytical thinking 
skills and problem-solving abilities.
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Figure 3: Perceived usefulness of Scratch among Grade 11 respondents
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Perceived ease of use
Figures 4 and 5 illustrate the descriptive statistical findings for perceived ease of use 
of Scratch.

Figure 4: Perceived ease of use of Scratch among Grade 10 respondents
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Figure 5: Perceived ease of use of Scratch among Grade 11 respondents

As seen in Figures in 4 and 5, both the Grade 10 and Grade 11 students were found 
to have mostly positive perceptions (strongly agree or agree) in respect of  the ease of 
use construct, thus indicating that most students found Scratch easy to use.  When 
the two groups of responses are compared, one sees a greater percentage of positive 
responses from Grade 11 students than Grade 10 students in respect of ease of use. 
This difference was not unexpected, as the Grade 10 students were being exposed 
to programming for the first time, and thus it made sense that would find Scratch 
difficult to use. Meanwhile, the Grade 11 students had now been exposed to the Java 
programming environment, and could be expected to find the Scratch environment 
comparatively easy, thus contributing to greater number of positive responses from 
Grade 11 students compared to the Grade 10 learners.
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Attitude towards using
Figures 6 and 7 illustrate descriptive statistical findings for respondents’ attitude 
towards using Scratch.

Figure 6: Attitude towards using Scratch among Grade 10 respondents

As Figure 6 shows, the majority of Grade 10 students were favourable in their attitude 
towards using Scratch. Their total positive responses (either agree or strongly agree) 
ranged from 61% to 65%.  

Meanwhile, as seen in Figure 7, for Grade 11 students, favourable responses (strongly 
agree or agree) were never in the majority, with the three statements receiving fewer 
than 50% favourable responses, i.e., “Using Scratch is a good idea” (46%), “Scratch 
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has shown significant value” (45%), “Scratch has had a positive effect in my schooling 
career” (45%).These findings were apparently a result of Grade 11 students’ exposure 
to Java, which made them able to identify the limitations of Scratch.

Figure 7: Attitude towards using Scratch among Grade 11 respondents
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Behavioural intention to use
Figures 8 and 9 illustrate the descriptive statistical findings for respondents’ 
behavioural intention to use Scratch.

Figure 8: Behavioural intention to use Scratch among Grade 10 respondents

As seen in Figure 8, among the Grade 10 students, 69% of respondents either agreed 
or strongly agreed that they would recommend Scratch to others. However, there 
were much less favourable responses to the statements “I will use Scratch frequently 
in the future” (only 34% agreed or strongly agreed) and “It is probable that I will 
continue using Scratch” (only 34% agreed or strongly agreed). 
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Meanwhile, for Grade 11 respondents, as shown in Figure 9, 50% agreed or 
strongly agreed that they would recommend Scratch to others. But for the other 
two statements, the majority of respondents disagreed or strongly disagreed, i.e., the 
statements “I will use Scratch frequently in the future” (73% disagreed or strongly 
disagreed) and “It is probable that I will continue using Scratch” (68% disagreed 
or strongly disagreed). Thus, this suggests that after exposure to Java, the Grade 
11 students had become aware of the limitations in the capabilities of Scratch and, 
accordingly, perceived that they did not intend to use it going forward.

Figure 9: Behavioural intention to use Scratch among Grade 11 respondents
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Mann-Whitney test
Since the data were not normally distributed, a Mann-Whitney test was performed 
to determine if there were significant differences in perception between Grade 10 
and Grade 11 students with regard to the TAM factors.

Table 1: Mean values for TAM constructs, Grades 10 and 11

TAM Factor Grade N Mean
Std. 

Deviation
Std. Error 

Mean

U Grade 10
Grade 11

23
22

1.9826
2.3455

.44889

.47180
.09360
.10059

E Grade 10
Grade 11

23
22

2.1478
1.6909

.74399

.61945
.15513
.13207

A Grade 10
Grade 11

23
22

2.2609
2.7159

1.09357
.87728

.22803

.18704

BI Grade 10
Grade 11

23
22

2.6667
3.5909

1.01504
.94243

.21165

.20093

As seen in Table 1, the mean values for constructs were calculated separately for 
Grades 10 and 11. The results show that the mean value for all questions describing 
the perceived usefulness of Scratch (U) was 1.98 and 2.34, respectively, for Grades 10 
and 11. Both these values were below the midpoint (3), indicating a generally positive 
response. There was a statistically significant difference of perceived usefulness 
between the two grades (chi-square = 8.175, p = 0.004), with a mean rank of 17.56 
for Grade 10 and 28.70 for Grade 11. Thus, Grade 10 students were more positive 
than Grade 11 students, to a statistically significant extent, towards the perceived 
usefulness of Scratch. 

For perceived ease of use (E), the mean values for Grade 10 and 11 were 2.14 and 1.69 
respectively. Both these values were below the midpoint (3), indicating a generally 
positive response. But there was no statistically significant difference of perceived 
ease of use between the two grades (chi-square = 3.679, p = 0.055), with a mean rank 
of 26.65 for Grade 10 and 19.18 for Grade 11.  

The mean value for questions related to students’ attitude towards using Scratch (A)  
was 2.2 for Grade 10, indicating a generally positive response. Meanwhile, the mean 
value for attitude for Grade 11 respondents was 2.71, indicating a generally positive 
(but not strongly positive) response. There was no statistically significant difference 
in attitude between the two grades (chi-square = 3.333, p = 0.068), with a mean rank 
of 19.52 for Grade 10 and 26.64 for Grade 11.  
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The mean value for questions related to students’ behavioural intention to use Scratch 
(BI) was 2.66 for Grade 10, indicating a generally positive (but not strongly positive) 
response, while Grade 11 produced a mean value of 3.5, indicating a generally negative 
(but not strongly negative) response. There was a statistically significant difference in 
behavioural intention between the two grades (chi-square = 8.040, p = 0.005), with 
a mean rank of 17.61 for Grade 10 and 28.64 for Grade 11.  These results show that 
the Grade 11 students, who had had experience with both Java and Scratch, had a 
more negative response, compared to the Grade 10 students, to perceived usefulness 
of Scratch and behavioural intention to use Scratch. Results from the open-ended 
questions were analysed to assess these phenomena. 

Seventeen of the 22 Grade 11 students reported that they would have rather studied 
Java than Scratch in Grade 10. Respondent 5 from Grade 11 stated that “Java is a 
better programming language in general as it is more accurate and meticulous. Scratch 
is fairly simple and doesn’t really contribute to learning programming skills well.”  
Respondents 6 indicated that with Scratch “you didn’t need to learn any coding”. 
Respondents 7 said that “Scratch is more child-friendly”. Respondent 10 described 
Scratch as “too junior”, stating that it did not provide them with the sufficient level 
of programming knowledge they required for Java in Grade 11. 

Correlation analysis
A Spearman rank correlation coefficient was used to measure the strength and 
direction between the four TAM constructs. Scores from the Likert scale questions 
ranged from 1 (strongly agree) to 5 (strongly disagree). The overall mean scores for 
each construct were calculated and are presented in Table 2.

Table 2: Correlation coefficients: Grade 10 respondents

Construct Spearman correlation coefficients Significance (2-tailed)

U – BI
E – BI
A – BI

0.539** 
0.291

0.701**

0.008 
0.178
0.000

**Correlation is significant at the 0.01 level (2-tailed)

The results (Table 2) show there was a moderately positive association (0.539) 
between Grade 10 students’  beliefs that they found Scratch to be useful (U) and their 
intention to use it (BI). This statistically significant (p=0.008) association indicates 
that perceived usefulness generally did influence students’ behavioural intention to 
use the Scratch programming language. 

There was a strongly positive association (0.701) between the Grade 10 students’ 
attitude towards using Scratch (A) and their behavioural intention to use it (BI). 
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This statistically significant (p=0.000) association indicates that students’ attitudes 
towards Scratch programming did significantly influence their behavioural intention 
to use it. However, the Grade 10 respondents’ beliefs about Scratch’s ease of use 
(E) did not correlate significantly (r=-0.058, p=0.703) with students’ behavioural 
intention to use it (BI). This means that the there was almost no linear association 
between how easy the Grade 10 students found Scratch to use and their behavioural 
intention to use it, indicating that perceived ease of use did not appear to influence 
behavioural intention. 

Table 3: Correlation coefficients: Grade 11 respondents 

Construct Spearman correlation coefficients Sigificance (2-tailed)

U – BI
E – BI
A – BI

-0.058
-0.225
0.743**

0.703
0.315
0.000

**Correlation is significant at the 0.01 level (2-tailed)

Table 3 presents the correlation coefficients for Grade 11 students. Unlike with Grade 
10 students, perceived usefulness of Scratch (U) did not correlate significantly (r=-
0.058, p=0.703) with Grade 11 students’  behavioural intention to use it (BI). This 
means that the there was almost no linear association between how useful Grade 
11 students found Scratch and their intention to use it, indicating that perceived 
usefulness did not appear to influence behavioural intention. This is presumably 
attributable to the Grade 11 students' experience with more advanced programming 
languages. 

There was a strongly positive association (0.743) between Grade 11 respondents’ 
attitude towards using Scratch (A) and their behavioural intention to use it (BI). 
This statistically significant (p=0.000) association indicates that Grade 11 students’ 
attitude towards Scratch programming appeared to significantly influence their 
intention to use it. 

Meanwhile, the Grade 11 students’ beliefs about Scratch’s ease of use (E) did not 
correlate significantly (r=-0.225, p=0.315) with their behavioural intention to use it 
(BI). This means that there was almost no linear association between how easy the 
Grade 11 respondents found Scratch to use and their intention to use it, indicating 
that perceived ease of use did not appear to influence Grade 11 students’ behavioural 
intentions.

5. Conclusions and recommendations 
This study aimed to identify how Scratch programming has been accepted by 
South African students, by exploring the associations between perceived usefulness, 
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perceived ease of use, attitude towards using, and behavioural intention to use—the 
four factors specified by TAM. This study thus seeks to make a contribution to the 
literature on Scratch programming, and on its effects in South African schooling 
since its introduction in 2011. Findings from the study suggest that perceived 
usefulness and attitude towards using were both significant factors in influencing 
student respondents’ (in both Grade 10 and 11) behavioural intention to use Scratch. 
The findings also showed that perceived ease of use did not significantly influence, 
among both Grade 10 and 11 respondents, behavioural intention to use Scratch. 

When data from both the closed-ended (quantitative) and open-ended (qualitative) 
survey questions were considered together, it became clear that Grade 11 students 
showed a more negative response than Grade 10 students to Scratch’s usefulness. Data 
derived from the survey questionnaire’s open-ended questions provided indications 
that Grade 11 respondents’ unfavourable view of Scratch’s usefulness was attributable 
to the fact that, unlike Grade 10 students who had only had experience with Scratch, 
the Grade 11 students had also been exposed to Java and many had come to the 
belief that Scratch did not provide the required knowledge, both syntactic and 
computational, required for Java. 

Thus, the overall findings suggest that while Scratch helps students understand 
logic and problem-solving, it does not, according to the Grade 11 respondents, assist 
sufficiently in preparing students for using a higher-level programming language 
such as Java.  The findings showed that although Grade 11 students perceived 
Scratch to be useful, they found it did not prepare them for “real programming”, 
with the majority of Grade 11 students stating that it would have been better to 
study Java, instead of Scratch, in Grade 10. The transition from Scratch to Java 
was found, therefore, to involve too large a gap, leading to students perhaps losing 
interest in programming and perhaps leading to them eventually changing to another 
subject. Koorsse et al. (2015) have found that due to South African students finding 
programming difficult, many students change to an easier subject in Grade 12, or 
remain attempting the subject while lacking motivation and interest.
    
Accordingly, our recommendation, based on the findings of this study, is that 
another programming language, such as Visual Basic or Delphi, be introduced after 
exposure to Scratch, before students move on to Java. This would serve as a sufficient 
intermediary platform, to bridge the complexity gap between Scratch and Java.  This 
would also assist in the gradual development of programming skills, allowing for 
greater understanding that would increase satisfaction in these subjects for students.  
Another result would be increased readiness and throughput of students who want 
to pursue subjects in the computing discipline at tertiary level, hence assisting in 
addressing the skills shortage faced by the South African IT sector. 
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Since Scratch has been found to develop both logical and problem-solving skills 
in this and other studies (Calao et al., 2015; Kalelioğlu & Gülbahar, 2014; Lai & 
Yang, 2011; Calder, 2010), it would also be beneficial to introduce this programming 
language much earlier in the schooling careers of South African students than in 
Grade 10, thus potentially implicitly assisting students to acquire better understanding 
of subjects that require problem-solving and logical thinking. 

It must be noted that this study had  limitations, due to its small sample size. The 
initial targeted sample size was 70, but it had to be reduced to 45 students because 
respondent students switched to another subject during the course of the year or 
did not appropriately complete the questionnaire. A more in-depth study could be 
carried out, including more students and more schools, thereby resulting in a larger 
sample size which would allow for better generalisability of findings.  

In conclusion, this study provides insight into the perceptions of Scratch programming 
by students in two South Africa high schools, by highlighting factors that promote 
and inhibit its adoption by students.  The results of this study could be considered 
by South African education policymakers and curriculum developers, to help inform 
policies and curriculum aimed at the following goals: increasing the retention rate of 
students in programming subjects; and providing students with the necessary skills 
to succeed in their tertiary education, and in industry. Successful realisation of these 
goals can assist in building South African programming capacity and capabilities, 
addressing the shortage of programming skills  in the country, and decreasing the 
country's reliance on offshore-outsourcing of these skills. 
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